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Abstract

In many cases, programming classes in higher educational institutions have desired a system
that supports students to concentrate on the essential learning task intended by the instruc-
tor. Then, focusing on thinking about the relations of meaningful parts, a card operation-
based programming learning support system, COPS, was developed. This system targets to
think only the relations of meaningful parts called chunks consisting of one or more state-
ments and aims to control cognitive resources by limiting the patterns of learning activity.
Through the practical use of an actual programming class, COPS was able to make learn-
ers concentrate on the intended learning task with reducing cognitive load. However, since
COPS simplifies learning activities, there is a possibility that COPS does not have more
learning effectiveness than the typical coding exercise. Therefore, to make COPS close to
the learning activity of actual programming, we focus on the toggle function. The toggle
function is a select box placed on the card, and it requires the user to learn to choose one
statement from two or more statements. Thus, the toggle function would make the learning
task of COPS closer to actual programming learning. This paper shows the detail of the
design and implementation of the toggle function to COPS.

Keywords: programming, card operation, relation between meaningful parts, cognitive load,
toggle.

1 Introduction

Programming requires various abilities and activities, such as mathematical skills, linguistic
skills, logical thinking skills, knowledge of computer architecture, and the ability to design
algorithms. Based on such characteristics, some previous research said that the burden of
programming learning is enormous for novices unfamiliar with computers. In addition,
allocating cognitive resources efficiently to address essential learning tasks is not easy for
its novices because programming requires learners to have a variety of skills at once [1].
Originally, programming itself has a high intrinsic load. So, reducing the learner’s external
cognitive load when educating programming is said to be important [2].
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Based on such a background in programming education, a card operation-based pro-
gramming learning support system, COPS, was developed. The primary purpose of COPS
is to reduce the influence of nonessential cognitive load [4] as much as possible for pro-
gramming education, focusing on the thinking about the relations of meaningful parts called
chunks consisting of one or more statements. The card operation implemented by COPS
is a form of programming learning that deals with learning tasks that limit the patterns of
learning activities to make students’ cognitive resources concentrate on an essential learn-
ing activity intended by its tutor. COPS aims to acquire habits to be aware of the program
structure and grasp the overall structure with the learning task focusing only on the thinking
about some meaningful parts in the whole source code. This method of designing learning
tasks by focusing on internal structures is called the open information structure oriented
approach [5]. Thanks to the aforementioned features, COPS can limit the influence of
nonessential cognitive load and make the programming an accessible learning experience
for its novices.

Especially the previous research suggested that COPS was a more effective learning
method for novices [3]. The previous research also revealed that COPS was an efficient
learning method to shorten the learning time more than the typical coding-based learning
while having the same learning effect as the typical coding-based learning [6]. On the other
hand, since the learning activity of COPS limits only the card operation, the learning effec-
tiveness seems only for the thinking of card permutation. Then, the learning tasks of COPS
should be more complex, which will allow students to think deeply, similar to the actual
algorithm design. This complication means giving elements other than card permutations
to the learning task, and we believe that one of such elements is thinking data dependen-
cies. Increasing the number of cards is one approach to increasing the complexity of the
learning task. Increasing the number of dummy cards, which are not included in the correct
answers, is another easy approach to increase the complexity of the learning task. However,
an increase in cards directly leads to a decrease in visibility. The decrease in visibility will
cause an increase in the workload to find the required card, which leads to an increase in
nonessential load and a decrease in essential cognitive load. Finding the number of cards
that maximizes the learning effect is best but not easy. Therefore, we should utilize a factor
other than the number of cards to improve the complexity of the learning task. Among
various methods to improve the complexity of learning tasks while keeping visibility, we
focus on the toggle function. Using the toggle function of the programming learning mech-
anism [7] proposed by Parson may be possible to realize the complexity of learning tasks
independent of the number of cards, which will lead to giving learning activities closer to
the actual algorithm design.

This study aims to verify whether a mechanism of the toggle function is effective for
COPS to suppress the nonessential cognitive load or not, which occurred along with the
increase of cards. To accomplish this objective, there are three issues that we need to
address: 1. Designing the toggle functionality to be available in COPS, 2. Implementing
the toggle function on the actual COPS, 3.Clarifying the usefulness of the toggle function
through comparative experiments.
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2 Basic Concepts

2.1 Closed-ended Learning Task

In general programming courses, students are often presented with learning tasks that re-
quire a variety of skills at the same time. For example, there are many learning tasks that 
require many kinds of skills such as creativity, computational skills, algorithm construction 
skills, data structure design skills, at the same time. When there are many skills required, 
grasping which skills are insufficient is difficult for learners. As a result, learner’s self-
evaluation of their own skills becomes difficult, and besides, grasping learners’ level of 
understanding is also difficult for instructors. This tendency is considered to be one of the 
factors that inhibit learners’ self-learning. The more ”open-ended” the learning task is, the 
more difficult it becomes to evaluate skills. Therefore, many researchers and educators 
have suggested that a system in which the goals of the material are subdivided so that the 
learners themselves can grasp the degree of their errors and learn through tasks in which 
the necessary skills are limited is effective in supporting programming learning. In addi-
tion, they say that restricting the learner’s choice of activities to ”simple operations” is also 
effective in analyzing comprehension. Restricting activity patterns facilitates the analysis 
of the learning process. Thus, a programming learning task in which the required skills 
are limited and the operations that learners can perform are restricted is considered to be a 
closed-end learning task [8]．

COPS is one of the closed-ended tasks and is used to check the learner’s level of un-
derstanding. Closed-ended means that there is always only one correct answer to a given 
problem. In a closed-ended problem, the learner does not create all the source code from 
scratch but rather creates a finished product using pre-prepared materials. Closed-ended 
problems include source code reading [9], description completion for a part of the entire 
source code [10], fill-in-the-blank programming problem [11], modification of templates 
[12], and coding puzzle [13][14].

2.2 Parson’s Puzzle

Parson’s Puzzle [7] is a card operation-based programming learning support system, and 
the function is close to COPS. Parson’s Puzzle provides a learning task to assemble each 
part with one instruction like a puzzle. The previous research conducted a practical use of 
Parson’s Puzzles for students at Otago Polytechnic who joined a programming class [7]. As 
a result, 80% of the students answered “Parson’s Puzzle is easy to use” and gave a posi-
tive opinion on Parson’s Puzzle. Parson’s Puzzle aims to help you understand the concept 
of programming while having fun. Therefore, Parson’s Puzzle is not intended to improve 
your programming skills. In Parson’s Puzzle, each card corresponds to one statement. The 
learner selects the cards needed to fulfill the question’s requirements by drag-and-drop. 
The learner can answer the question by placing the cards in the appropriate order in the 
answer box. With Parson’s Puzzle, programming tutors can convey the design pattern to be 
learned because the structure of the answer is fixed. One of the primary purposes of the card 
operation-based programming learning method is to understand the design pattern intended 
by the tutor. Therefore, Parson’s Puzzle and COPS goals are assumed as the same. How-
ever, there are several differences between Parson’s Puzzle and COPS. One is the purpose. 
The goal of Parson’s Puzzle and COPS is to convey the basic concept of programming. On 
the other hand, the goal of COPS is to acquire programming knowledge and, consequently,
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improve programming skills. The structure of learning tasks is also slightly different from 
there. Concretely, The number of statements on each card is different. One card has only 
one statement in Parson’s Puzzle, but one card may have one or more statements in COPS.

Parson’s Puzzle might be useful as a mechanism to fill the gap between code description 
and visual programming language. Furthermore, since there is no need to type in source 
code directly, reducing the cognitive load on memorizing grammar and typing might be 
possible. However, there are no previous studies that have clarified these effects. There 
is also no previous research mentioning the cognitive load. Reports on the usefulness of 
Parson’s Puzzle have been limited to the fact that the puzzle features can make programming 
entertaining. Although such a situation, we consider that Parson’s Puzzle has a mechanism 
to support the allocation of cognitive resources to the learning task that the tutor aims by 
reducing the nonessential cognitive load because the function of Parson’s Puzzle is close 
to COPS. In particular, Parson’s Puzzle has some interesting features not found in COPS. 
For example, Parson’s Puzzle has a mechanism that can change the data structure of the 
presented program called the toggle function. Therefore, we focus on the toggle function of 
Parson’s Puzzle. The toggle function is considered to be useful for learning that thinks more 
deeply about the structure. Therefore, introducing the toggle function of Parson’s Puzzles 
into COPS and clarifying the effectiveness is considered an important issue in improving 
the learning effectiveness of COPS.

2.3 Cognitive Load Theory

Cognitive load theory is to think about the cognitive load generated by learning to obtain 
new knowledge and skills more efficiently [4]. There are 3 kinds of cognitive load: intrinsic 
load, extraneous load, and germane load. Intrinsic load relates to learning task itself, extra-
neous load relates to the inappropriateness of teaching materials and teaching methods, and 
germane load relates to the solution process itself which contributes beneficially to learning 
[4]. Since programming has a high intrinsic load inherently and it is said that an extrane-
ous load can be intentionally reduced by the instructor. The programming instructor needs 
to reduce an extraneous load of learners as much as possible. Therefore, various previous 
studies on programming referring cognitive load have been conducted.

3 Card Operation-Based Programming Learning Support Sys-
tem

3.1 Card Operation-Based Programming Learning Method

Card operation-based programming learning method is a type of programming exercise that
provides learners with two or more cards written some part of the source code and gives
learning tasks to assemble such cards in an appropriate order that runs a program properly.
In particular, the goal of learning is to fulfill the question’s requirements by rearranging the
cards and giving them the proper order. The card operation-based programming learning
method aims to concentrate cognitive resources on targeted learning activities while indi-
rectly reducing some learning activities as extraneous load after dividing programming into
several learning activities. When assuming a source code consisting of 1 line 1 statement,
programming is regarded as a learning activity to think a line or two or more lines of state-
ments. This learning requires mainly thinking about the meaning and processing of each
program line. Previous research roughly divided learning activities of programming into
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several types, and one of them is “ learning activities to think about the relationship be-
tween statements”, which is mainly to think about the relationship between some parts in a
source code [3]. The card operation-based programming learning method is one effective
way to facilitate “learning activities to think about the relationship between statements”.

In typical programming learning centers on coding exercises, frequent grammatical er-
rors due to typos are considered a problem. Finding typos and fixing bugs themselves are
suitable activities and necessary skills. Therefore, such activities are necessary, but if the
tutor intends for the learning to be otherwise, these will become only nonessential tasks.
That is, the important learning activities relatively change because the knowledge and skills
to be learned vary depending on the lesson’s objectives. In view of these considerations, the
card operation-based programming learning method focuses on the fact that the learning
activity of considering the relationship between lines is not enough in typical programming
lessons and intends to solve it.

There are four types of learning activities to consider the relationship between lines:
thinking algorithm, which is a learning activity to design and understand efficient process-
ing procedures; thinking design pattern, which is a learning activity to design and under-
stand proper processing order; tracing, which is a learning activity to track changes of data
correctly; logical debugging, which is a learning activity to understand and correct mistakes
in the processing of multiple instructions. The card operation-based programming learning
method deals with these four learning activities as essential cognitive loads and learning ac-
tivities such as grammar and typing as indirectly important tasks and nonessential loads.
The card operation-based programming learning method is not supposed to completely
replace the typical coding-centered programming exercise but is a supplemental tool for
improving general lessons. The card operation-based programming learning method is in-
tended to be used in some typing-centered classes. However, to make card operation-based
programming learning part of a lesson, some software to facilitate the learning activity of
card operation-based programming learning is essential because of the time constraint of
the lesson. This is why COPS has been developed [3].

3.2 Details of Implementation

Fig. 1 shows the appearance of COPS. COPS has some functions as a Learning Manage-
ment System. All functions of COPS are available through the Internet as long as user-side
device equips a web browser available the standard of HTML5. COPS runs on Ubuntu
15.04 as an operating system, and uses the following software applications; Apache 2.4.10,
a web server program to provide web service; Ruby 2.1.2, a server-side scripting language
to implement the function; Ruby on rails 4.2.4, a server-side web application framework;
jQuery 1.11.3, a cross-platform JavaScript library to perform dynamic UI; UIkit 2.23.0,
front-end framework for developing web interfaces; MySQL 5.6.28, a database manage-
ment system to store all system data.

The learner of COPS can move cards by dragging and dropping mouse operation from
the selection space at the right to the answer space at the left and assemble a program as
an answer by moving cards needed to fulfill the requirements of each question (see Fig.
2). Like the actual source code, the learner can place an indent before the card as needed.
In the actual source code, indentation does not affect the execution result. Therefore, in
COPS, indentation does not affect the evaluation of correctness as in the actual source
code. The correctness evaluation depends on the sequence of cards and the execution result.
When the learner completes their arrangement of cards to the answer space, the learner can
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Figure 1: Appearance of card operation-based programming learning support system

automatically receive a true/false judgment by pressing the answer button. When the answer
button is pushed, assembled cards are converted to the source code by the backend system.
The backend system also makes a JSON format file including the source code, transfers the
JSON format file to GCC, GNU Compiler Collection, through the web interface system for
C language compilation originally developed by our research project. Finally, the frontend
system of COPS shows the execution result on its webpage after COPS receives the JSON
file, including the execution result. When the learner pushes the answer button, the learner
gets a judgment result on whether the answer is correct or not. Along with the judgment
result, COPS provides feedback messages corresponding to the learner’s answer, including
some hints or the intention of the question. Feedback includes execution results and pre-set
tips by the tutor. The feedback message needs to be registered in advance when the tutor
creates each question, but the blank setting (No feedback is given to the learner) is also
possible. The feedback setting would depend on the tutor’s policy.

In addition to execution results and the pre-set tips, COPS has added the ability to
automatically evaluate card adequacy and provide feedback based on card placement. The
appropriateness of the card placement is indicated by the color that seems most intuitive to
the learner. After responding, COPS provides the appropriateness of the learner’s response
as feedback by representing cards with the color corresponding to its appropriateness. The
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Figure 2: A screenshot when a learner assembles a program

evaluation of the card’s suitability is based on the sequence of correct answers given when
the question is created. When creating questions, the tutor sets the sequence of cards as the
correct answers in advance, and the sequence determines the order of the cards. Depending
on the content of the question, unordered settings are also possible for some parts. For
example, if there are two assignment statements, a=1 and b=2, the order is not unique. If
the order of the cards answered by the learner is the same as the correct answers, the color
of all cards in the answer space turns blue. If the order of the cards answered by the learner
is different from the correct answers, the color of the cards turns yellow. In other words, the
condition for turning yellow is that the card is part of the correct answer but in the wrong
place. If the card the learner answered is not part of the correct answer, the card’s color
turns red. In short, the dummy card chosen as the answer turns red.

4 Proposal

This research newly proposes an implementation way of toggle function to CPOS. The
toggle function is one of the main mechanisms that Parson’s Puzzle has and for which
Parson’s Puzzle is highly regarded. Therefore, incorporating the toggle function into COPS
is expected to have a higher learning effect.

The toggle function is a mechanism that provides an area where the learner can exclu-
sively select a statement in a card (see Fig. 3). The toggle function gives a question with a
large number of selections without increasing the total number of cards. We will discuss the
need for the toggle function in more detail from now on. Dummy cards are a mechanism to
give selections that do not include the correct answer, which are the cards including wrong
statements. Answers containing dummy cards cannot satisfy the question requirements be-
cause dummy cards have different control structures and data than the correct answers. In
addition, dummy cards may have syntax errors. In any case, dummy cards are a distraction
to the learner. However, the learner learns better than usual because of the dummy cards.
Let the method using dummy cards be the usual method. The reason is that the difficulty of
a problem depends on the number of cards in the choices. In other words, we can simply
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Figure 3: Concept of the toggle function

estimate that the more dummy cards there are, the more complex the question becomes and
the more learning is realized. Of course, we can increase the number of cards included in
the correct answer instead of dummy cards to improve the difficulty of the question. How-
ever, since we focus only on dummy cards, we will not include such a discussion. Now,
what happens when the number of cards increases? It is like a nervous breakdown: the
work to find the cards increases. In addition, the size of the computer display screen is lim-
ited. Thus, increasing the number of cards would lead to a significant increase in cognitive
load. The work of searching for cards can be assumed as the extraneous cognitive load.
Therefore, we need the toggle function to solve such a trade-off. The toggle would allow
the learner to think deeply about the structure while maintaining visibility.

This paper implements the toggle function by giving the select box to a part of the
statement in a card (see Fig. 4). Using the toggle function includes an arithmetic operator,
a comparison operator in a branch statement, and a variable. The toggle function would
make the learning with COPS not only closer to actual structure thinking but also more fun,
like Parson’s Puzzle.

The card operation method can be considered as a structured task [15] for assembling
parts. In the structured task, in order to realize sufficient learning, more than a certain
number of parts are required. On the other hand, when parts are increased, the ability to
grasp these and to find suitable parts is assumed to be necessary. This is a considerable
problem for learners with low verbal ability and cognitive processing ability. The toggle
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Figure 4: implementation of the toggle function

function can compress and present information to solve the problem of increasing parts. 
So, we can assume that the toggle function is a mechanism that can suppress unnecessary 
cognitive load, generally thought of as a critical problem in structured tasks. COPS is an 
actual form of structured tasks. Showing the usefulness of the toggle function in COPS will 
lead to showing the usefulness of the toggle function for structured tasks, so the report of 
this study will be valuable.

5 Experiment

5.1 Experimental Condition

The experiment aims to clarify whether the toggle function could make the learner deeply 
think while suppressing the generation of nonessential cognitive load. The subjects were 
1-4 grade 20 university students having enough programming language skills. All subjects 
have also learned C programming language. In this experiment, the learning goal was to 
acquire knowledge about binary search and bubble sorting.

Firstly, to measure the subject’s comprehension level of the learning goal, subjects took 
a pre-test including two questions for up to 45 minutes. One question is about the binary 
search, and the other is bubble sort. Then, the subjects were divided into two groups; the 
one group learning with the toggle function was the experimental group, and the other 
group without the toggle function was the control group. Subjects in the control group were 
provided with dummy cards for all toggle choices. For example, suppose a learning task 
had a toggle with four choices. In the experimental group, a single card with one toggle 
will be provided. On the other hand, the control group will be provided four dummy cards 
because the toggle is unavailable. Each group included ten subjects. Based on the pre-
test results, we determined the group of each subject. We chose a combination such that 
the difference between the means and variances of the pre-test would be minimal in the 
two groups. Naturally, there were no statistically significant differences in the means or
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variances of the pre-tests.
We conducted an experiment to measure the learning effect. There was about a week 

interval between the experiment and the pre-test. The experiment had six questions: three 
questions were about bubble sort, and the others were about binary search. The experimen-
tal time was 60 minutes at maximum. Subjects worked on the task in their group’s way 
within the experimental time. The subjects in the experimental group could use the toggles 
equal to 10 or more dummy cards. The toggles provided all dummy selections in the learn-
ing tasks, so there were no dummy cards in the experimental group. On the other hand, 
the subjects in the control group had to address given tasks without the toggles. It means 
that the experimental tasks had a large number of dummy cards. This experiment dealt with 
learning tasks consisting of cards, each of these had only one statement. In this experiment, 
the toggles gathered the differences between the arithmetic operations and the comparison 
operators.

Finally, we gave the post-test of 45 minutes at maximum to confirm the learning ef-
fectiveness. There was about a week between the experiment and the post-test. After the 
post-test, we analyzed the effectiveness of the toggle function based on the post-test results, 
the response to the questionnaire, and the response to cognitive load.

5.2 Experimental Results

The evaluation criteria for the pre-and post-tests are as follows. First, let me show the evalu-
ation method for source code description questions. The subject’s source codes were sorted 
into two groups according to whether input/output was possible or not. If the input/output 
could not clear the test case at all, the score was 1; if it could partially clear the test case, 
the score was 2. If an input/output could clear the test case, the score went to 3-5. if the 
source code included a waste description or not good writing, the score was 3; if there was 
a waste, but it was accepted, the score was 4; if the answer was perfect, the score was 5. In 
addition to these, pre-and post-tests asked to supplement statements to some parts in each 
source code, which is adopted in general programming ability judgment.

In addition to the test evaluation, we measured cognitive load and assessed the ques-
tionnaires. The evaluation method of the cognitive load was based on previous studies [3]. 
All items were on a 6-point interval scale. The maximum value (positive) was set at six and 
the minimum value (negative) at 1. In order to make the respondents aware of the interval 
scale, the subjects were asked to check one of the numbers placed at equal intervals.

Fig. 5 shows the results of the post-test. Error bars mean standard error. Fig5 is the 
average scores of post-test and Fig. 6 is the average time of post-test. In Fig. 5, there 
was significantly different by Welch’s t-test (p < .05). There was no statistically significant 
difference in the test time, as shown in Fig. result2, but the results of the post-test scores 
were fewer in the experimental group. These results suggest that the toggle function may 
improve the learning effect.

The aim of this paper is to clarify whether toggle function can make learners think 
deeply while suppressing the generation of non-essential cognitive load. The non-essential 
cognitive load referred to here is, in particular, the task burden of reordering cards. In the 
card operation-based programming learning system, utilizing dummy cards, a mechanism 
for preparing statements not included in the correct answer is a way to realize deeper think-
ing about structure. However, preparing a large number of dummy cards means that the 
amount of cards that the learner can rearrange will be huge. The increase of dummy cards 
will cause a non-essential cognitive load relating to the workload of sorting the cards be-
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Figure 5: The average scores of the post-test
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Figure 6: The average time of the post-test

cause the recognition performance is lowered. In this regard, we expect toggle functionality
to be effective. Therefore, from the prepared questionnaire in this paper, as shown in Table
1, we clarify whether toggling of the dummy cards lead to the reduction of the cognitive
load relating to the workload of utilizing cards. The contents of the questionnaire to clarify
extraneous cognitive load of each learning element are shown in Table 1. The questions
included 8 questions to evaluate the effectiveness of the toggle. Specifically, we prepared
the question “how much extra load did COPS generate” for each learning element such as
grammar, data structure, and algorithm. The details of each learning element required by
this experiment are listed below.

1. “Grammar” refers to the activity of storing programming rules and syntax, etc., and
creating a program according to it.

2. “Typing” refers to the activity that actually drives the program. Here, in conjunc-
tion with the card operation type learning support system, we asked how much load
they felt about typing when they had a programming lesson including both the card
operation-based learning and the coding-based lesson.

Copyright © by IIAI. Unauthorized reproduction of this article is prohibited.

* (p<.05, both side)

Implementing Toggle Function for Card Operation-Based Programming Learning Support System and Evaluating its Effectiveness 11



Table 1: Questions for measuring extraneous cognitive load

No Content
ECL1 When you think of “C grammar and syntax”, how much extra load did COPS

generate for you to solve given questions?
ECL2 When you think of “data structure”, how much extra load did COPS generate

for you to solve given questions?
ECL3 When you think of “trace of variables”, how much extra load did COPS gen-

erate for you to solve given questions?
ECL4 When you think of “algorithm”, how much extra load did COPS generate for

you to solve given questions?
ECL5 When you think of “design patterns”, how much extra load did COPS generate

for you to solve given questions?
ECL6 When you think of “debugging syntax and compiler errors”, how much extra

load did COPS generate for you to solve given questions?
ECL7 When you think of “debugging of logical errors (when syntax errors do not

occur but processing results differ)”, how much extra load did COPS generate
for you to solve given questions?

ECL8 When you grasp the whole of each question, how much extra work load did
COPS generate for you?

3. “Data structure” refers to activities that understand and use data structures such as
variables, arrays, and tree structures.

4. “Tracing” refers to learning activities that track changes in data correctly
5. “Algorithms” refer to learning activities that design and understand efficient proce-

dures
6. “Design pattern” refers to learning activities that design and understand proper pro-

cessing order
7. “Grammar debugging” refers to debugging (detection and correction of errors) activ-

ities that are performed when a grammar error (error due to a programming language
description error) occurs. In the questionnaire, subjects were asked how much load
they felt about grammatical errors when they had a programming lesson including
both the card operation-based learning and the coding-based lesson.

8. “Logical debugging” refers to learning activities that understand and correct errors in
the processing of multiple instructions.

In addition to the items assessing extraneous cognitive load, we prepared items assess-
ing intrinsic cognitive load and germane cognitive load. The number of questions was
limited to three because they were not as important as the extraneous cognitive load, and
we should consider the subjects’ burden. Intrinsic cognitive load is referred to as ICL and
germane cognitive load as GCL in the following. In this experiment, the professor intended
to make learning enjoyable, so the question asking about enjoyment was also referred to as
GCL. The three items are shown in Table 2. In Table 2, intrinsic cognitive load is referred
to as ICL and germane cognitive load as GCL relatively. In this experiment, the teacher
intended to make learning enjoyable, so the item asking about enjoyment was also referred
to as gername cognitive load.
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Table 2: Questions for measuring intrinsic and germane cognitive load

No Content
ICL How much of a burden was the learning task presented in this experiment for

you?
GCL1 Did you enjoy the learning task presented in this experiment?
GCL2 Were you able to focus on the essential learning intended by the teacher?

The mean values of the experimental and control groups’ extraneous cognitive load
for each learning component are shown in Fig. 7. Welch’s t-test showed no statistically
significant difference between the two groups for all items. On the other hand, p = 0.08
for ECL1, p = 0.09 for ECL4, and p = 0.09 for ECL8 were obtained by t-test. Also, the
experimental group tended to have lower overall loadings than the control group. This
suggests that toggling is effective in reducing the extra load during learning. For ECL6 and
ECL7, the values for the experimental group were higher than those for the control group,
although not significantly so. These two questions are related to debugging. The toggle has
the effect of hiding all instructions except the selected one. Conversely, if the toggle is not
used, all instructions can be viewed at any time. If the commands are hidden, debugging
becomes more difficult. Therefore, the load on the experimental group was higher than that
of the control group. In ECL6 and ECL7, there is no significant difference between the two
groups. In light of the above, toggling is a useful mechanism that has the effect of reducing
the extra load on the learner.

Fig. 8 shows the means of intrinsic cognitive load and germane cognitive load for
the experimental and control groups, respectively. Welch’s t-test showed no statistically
significant differences between the two groups for all questions. These results indicate that
toggling does not increase germane cognitive load. However, this result does not negate the
usefulness of the toggles. This result supports the idea that toggling can provide the same
learning as in the previous section. Fig. 7 suggests that toggling may reduce the intrinsic
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Figure 8: Intrinsic cognitive load and germane cognitive load

cognitive load. The present results confirm that the intrinsic cognitive load and germane 
cognitive load are the same as the usual learning. Furthermore, the learning effect of the 
toggles was revealed in Fig. 5. Therefore, toggling is likely to be useful. It is not surprising 
that there is no difference in the intrinsic cognitive load between the two groups.

6 Additional Experiment

6.1 Experimental Condition

The results of the previous section confirm the usefulness of the toggles. However, it cannot 
be said from these results alone that toggles themselves have the function of increasing 
the learning effect. In order to use toggles more effectively, investigating the range of 
application of toggles is necessary. Therefore, we conducted an additional experiment to 
clarify the range of application of toggles.

The previous section suggested that toggles are a better mechanism than dummy cards 
and that they can reduce extra burden by improving visibility. It was shown that toggles 
may improve the learning effect as a result of the reduction of extra load. On the other 
hand, the usefulness of the toggles themselves has not been discussed. In other words, the 
experiments in the previous section do not fully clarify whether the toggles themselves have 
a function to enhance the learning effect. We can clarify whether the toggles themselves 
have a learning effect by comparing two groups: one with the toggles added and the other 
without the toggles added. Therefore, we conducted experiments to clarify the range of 
usefulness of the toggles. The control group was given a learning task with several dummy 
cards. The experimental group was given a learning task with one or more four-choice 
toggles for some cards of the same learning task as the control group. The learning effects 
of the toggles themselves were investigated by comparing the learning effects of the two 
groups. The research question is “Do the toggles themselves have a function to enhance 
learning?”

The subjects were 20 1-4 grade university students who had learned C programming 
language even once. We first conducted pre-test up to 30 minutes and divided the subjects
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Figure 9: The average scores of the post-test in the additional experiment

into two groups so that their academic levels would be equal. After that, programming 
exercises were conducted up to 30 minutes with each learning method. The content of 
the learning task in the exercise was the same for both the experimental group and the 
control group. In the experimental group, one or more four-choice toggles were added 
to each learning task. In the experimental group, a toggle corresponding to 10 or more 
dummy cards was given, and in the control group, only three dummy cards were given. The 
correct cards used for the answer is the same number for both the experimental group and 
the control group. In this experiment, we used the arithmetic operations and comparison 
operators as toggles. Each question was configured as one card and one statement. After 
the exercise, finally, the post-test was conducted up to 30 minutes to confirm the learning 
effectiveness. After the post-test, we conducted a questionnaire on the cognitive load by 
6-point interval scale. The scoring method of pre- and post-test was the same as in the 
previous section.

6.2 Experimental Results

The results of the post-test are shown in Fig. 9, where the error bar means standard error. 
From Fig. 9, there was no statistically significant difference, but the control group without 
the toggle was higher than that of the experimental group. In the post-test, the control group 
had more subjects than the experimental group in the number of people who performed well 
in the post-test. When subjects’ responses were examined, subjects in the experimental 
group tended to respond more unintentionally than the control group. From this, excessive 
error options may reduce the learning effectiveness.

Fig. 10 shows the extraneous cognitive load for learning each element in the additional 
experiment. From Fig. 10, it was revealed that the significant difference in ECL8 was found 
in Welch’s t-test, and the experimental group had a significantly higher learning load than 
the control group. ECL8 is an extra load that occurs when the entire problem is grasped. 
For all the other toggles, the load on the experimental group tended to be higher than that 
on the control group, although this was not statistically significant. This suggests that the 
addition of the toggles may have created an extra load. These results suggest that the toggles 
themselves have no function to enhance the learning effect, and are likely to be useful only
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Figure 10: Extraneous cognitive load for learning each element in the additional experiment

as a method to reduce the number of dummy cards.
Fig11 shows intrinsic cognitive load and germane cognitive load in the additional ex-

periment. ICL of the experimental group was higher than that of the control group, and the
GCL was lower than that of the control group. This is an undesirable trend. Welch’s t-test
shows that the ICL of the experimental group is significantly higher than that of the control
group. This is not surprising since the experimental group has more toggles than the control
group. It is expected that the GCL would increase as the difficulty of the learning task in-
creases, since there are more elements to be learned. However, this was not the case in this
study. This suggests that the toggles themselves are not effective in increasing the learning
effect. Furthermore, it is suggested that the difficulty level of the learning task should be
appropriate for the learner. In this experiment, the experimental group had false choices
corresponding to 10 dummy cards even using the toggle function. On the other hand, there
were 3 dummy cards in the control group. On this point, we expected the toggle function
to solve the negative effects of increasing the number of dummy cards, but the expected
results were not shown. Therefore, even if the toggle function is introduced, work burden
similar to that of the dummy card may be generated, and it may not have been possible to
concentrate cognitive resources on essential learning. When the questionnaire results were
examined, the control group obtained higher results in the item “Can you concentrate on
learning?” than the experimental group although it was not a statistically significant differ-
ence. Including the questionnaire results, the toggle function is likely not versatileness for
controlling the cognitive load.

The experimental results suggested that the control group without the toggle had a
higher learning effect than the experimental group. Moreover, based on the results of the
Fig. ??, it became clear that the toggle function had a significantly higher learning load
than the control group. Based on the above results, we need multiple dummy options to re-
alize the appropriate structured task [15], and we should use toggles to better present these
options to the learner. That is, preparing a dummy option without intention may inhibit
appropriate learning.

These results suggested that the number of dummy options may be related to the work
load. Moreover, it was suggested that the toggle function could reduce the cognitive load
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Figure 11: Intrinsic cognitive load and germane cognitive load in the additional experiment

of the workload and support the allocation of cognitive resources to the essential learning
to think the structure. From the above, it was suggested that the toggle function could
reduce the cognitive load to rearrange cards. However, it is not effective for all, and there is
a possibility that there is no effect when preparing options other than learning intended by
the instructor. We previously thought that the toggle function could solve the negative effect
of increasing the number of false choices, but the effect of the toggle was not versatileness.
In order to make the learner think more appropriately, it is thought that it is necessary to
narrow down the false choices in advance to some extent in addition to just increasing
the dummy statements. If we want learners to learn appropriate learning, it is considered
effective to set a dummy card that follows the learning the instructor intends.

The usefulness of the toggle was not explained in terms of cognitive load in previous
studies [17]. Therefore, this is the most significant contribution of this paper.

7 Conclusion

This paper conducted comparative experiments to verify whether the toggle function leads
to suppressing nonessential cognitive load for COPS. In order to accomplish the purpose,
firstly, we newly designed the toggle functionality to be available in COPS. Next, we imple-
mented the toggle function on the actual COPS. Finally, we clarified the usefulness of the
toggle function through comparative experiments. As the result of the comparison experi-
ment, though the experimental group using the toggle function did not show a statistically
significant difference in all learning tasks, the post-test average score of the experimental
group was higher than the control group. Considering the result of the questionnaire sur-
vey clarifying that the toggle function reduces the cognitive load of the workload of sorting
cards, the learning effectiveness of the toggle function might suggest. The questionnaire
survey also suggested that reducing the cognitive load of the workload would help to re-
duce the cognitive load of the whole learning system. Of course, we don’t expect the toggle
function to be good at everything. What we want to clarify is the condition of the learning
task for which the toggle function is effective. This study revealed some of the conditions
under which the toggle function effectively reduces the cognitive load induced by dummy
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cards. These results of this paper are only some of the conditions under which the toggle
function is effective in the learning task. However, further research using a similar ap-
proach will clarify the characteristics of the toggle function. The result of this paper would
be the first step in this direction, so the academic value of this paper should be accepted as
sufficient.
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